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SIDHANTHA PODDAR

# Demonstrate Missing value analysis and normalization using sample data

In [3]:

.

**import** pandas **as** pd

data**=**pd.read\_csv(r'C:\Users\Sid\Desktop\python files\glass prediction KNN from scratch\ufo print(data.head())

City Colors Reported Shape Reported State Tim

e

1. Ithaca NaN TRIANGLE NY 6/1/1930 22:0 0
2. Willingboro NaN OTHER NJ 6/30/1930 20:0 0
3. Holyoke NaN OVAL CO 2/15/1931 14:0 0
4. Abilene NaN DISK KS 6/1/1931 13:0 0
5. New York Worlds Fair NaN LIGHT NY 4/18/1933 19:0

In [4]:

*#1st Method*

print(data.isnull().head()) print(data.isnull())

City Colors Reported Shape Reported State Time

1. False True False False False
2. False True False False False
3. False True False False False
4. False True False False False
5. False True False False False

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | City | Colors | Reported | Shape | Reported | State | Time |
| 0 | False |  | True |  | False | False | False |
| 1 | False |  | True |  | False | False | False |
| 2 | False |  | True |  | False | False | False |
| 3 | False |  | True |  | False | False | False |
| 4 | False |  | True |  | False | False | False |
| 5 | False |  | True |  | False | False | False |
| 6 | False |  | True |  | False | False | False |
| 7 | False |  | True |  | False | False | False |
| 8 | False |  | True |  | False | False | False |
| 9 | False |  | True |  | False | False | False |
| 10 | False |  | True |  | False | False | False |
| 11 | False |  | True |  | False | False | False |
| 12 | False |  | False |  | False | False | False |
| 13 | False |  | True |  | False | False | False |
| 14 | False |  | True |  | False | False | False |
| 15 | False |  | True |  | False | False | False |
| 16 | False |  | True |  | True | False | False |
| 17 | False |  | True |  | True | False | False |
| 18 | False |  | True |  | False | False | False |
| 19 | False |  | False |  | False | False | False |
| 20 | False |  | True |  | False | False | False |
| 21 | True |  | True |  | True | False | False |
| 22 | True |  | True |  | False | False | False |
| 23 | False |  | True |  | False | False | False |
| 24 | False |  | True |  | False | False | False |
| 25 | False |  | True |  | False | False | False |
| 26 | False |  | True |  | False | False | False |
| 27 | False |  | True |  | False | False | False |
| 28 | False |  | True |  | False | False | False |
| 29 | False |  | True |  | False | False | False |
| ... | ... |  | ... |  | ... | ... | ... |
| 18211 | False |  | True |  | False | False | False |
| 18212 | False |  | True |  | False | False | False |
| 18213 | False |  | False |  | False | False | False |
| 18214 | False |  | True |  | False | False | False |
| 18215 | False |  | True |  | False | False | False |
| 18216 | False |  | False |  | False | False | False |
| 18217 | False |  | True |  | False | False | False |
| 18218 | False |  | True |  | False | False | False |
| 18219 | False |  | True |  | False | False | False |
| 18220 | False |  | False |  | False | False | False |
| 18221 | False |  | True |  | False | False | False |
| 18222 | False |  | True |  | False | False | False |
| 18223 | False |  | True |  | True | False | False |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 18224 | False | True | False | False | False |
| 18225 | False | True | False | False | False |
| 18226 | False | True | False | False | False |
| 18227 | False | True | False | False | False |
| 18228 | False | True | False | False | False |
| 18229 | False | True | False | False | False |
| 18230 | False | True | False | False | False |
| 18231 | False | True | False | False | False |
| 18232 | False | True | True | False | False |
| 18233 | False | False | False | False | False |
| 18234 | False | True | False | False | False |
| 18235 | False | True | True | False | False |
| 18236 | False | True | False | False | False |
| 18237 | False | True | False | False | False |
| 18238 | False | True | True | False | False |
| 18239 | False | False | False | False | False |
| 18240 | False | True | False | False | False |

[18241 rows x 5 columns]



In [5]:

*#2nd method: Dropping missing values*

print('no: of rows and columns before removing null values') print('rows, columns: ', data.shape)

print('First 5 rows') print(data.head())

print(' ')

print('after null values have been removed')

print(data.dropna(subset**=**['City', 'Shape Reported', 'Colors Reported'], how**=**'any').head())

print('no: of rows and columns after removing null values') print('rows, columns', data.shape)

print((data))

no: of rows and columns before removing null values rows, columns: (18241, 5)

First 5 rows

City Colors Reported Shape Reported State Tim

e

1. Ithaca NaN TRIANGLE NY 6/1/1930 22:0 0
2. Willingboro NaN OTHER NJ 6/30/1930 20:0 0
3. Holyoke NaN OVAL CO 2/15/1931 14:0 0
4. Abilene NaN DISK KS 6/1/1931 13:0 0
5. New York Worlds Fair NaN LIGHT NY 4/18/1933 19:0 0

---------------------------------------

after null values have been removed

City Colors Reported Shape Reported State Time

12 Belton RED SPHERE SC 6/30/1939 20:00

19 Bering Sea RED OTHER AK 4/30/1943 23:00

36 Portsmouth RED FORMATION VA 7/10/1945 1:30

44 Blairsden GREEN SPHERE CA 6/30/1946 19:00

82 San Jose BLUE CHEVRON CA 7/15/1947 21:00 no: of rows and columns after removing null values

rows, columns (18241, 5)

City Colors Reported Shape Reported State \

1. Ithaca NaN TRIANGLE NY
2. Willingboro NaN OTHER NJ
3. Holyoke NaN OVAL CO
4. Abilene NaN DISK KS
5. New York Worlds Fair NaN LIGHT NY
6. Valley City NaN DISK ND
7. Crater Lake NaN CIRCLE CA
8. Alma NaN DISK MI
9. Eklutna NaN CIGAR AK
10. Hubbard NaN CYLINDER OR
11. Fontana NaN LIGHT CA
12. Waterloo NaN FIREBALL AL
13. Belton RED SPHERE SC
14. Keokuk NaN OVAL IA
15. Ludington NaN DISK MI

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 15 | Forest Home | NaN | CIRCLE | CA |
| 16 | Los Angeles | NaN | NaN | CA |
| 17 | Hapeville | NaN | NaN | GA |
| 18 | Oneida | NaN | RECTANGLE | TN |
| 19 | Bering Sea | RED | OTHER | AK |
| 20 | Nebraska | NaN | DISK | NE |
| 21 | NaN | NaN | NaN | LA |
| 22 | NaN | NaN | LIGHT | LA |
| 23 | Owensboro | NaN | RECTANGLE | KY |
| 24 | Wilderness | NaN | DISK | WV |
| 25 | San Diego | NaN | CIGAR | CA |
| 26 | Wilderness | NaN | DISK | WV |
| 27 | Clovis | NaN | DISK | NM |
| 28 | Los Alamos | NaN | DISK | NM |
| 29 | Ft. Duschene | NaN | DISK | UT |
| ... | ... | ... | ... | ... |
| 18211 | Holyoke | NaN | DIAMOND | MA |
| 18212 | Carson | NaN | DISK | CA |
| 18213 | Pasadena | GREEN | FIREBALL | CA |
| 18214 | Austin | NaN | FORMATION | TX |
| 18215 | El Campo | NaN | OTHER | TX |
| 18216 | Garden Grove | ORANGE | LIGHT | CA |
| 18217 | Berthoud Pass | NaN | TRIANGLE | CO |
| 18218 | Sisterdale | NaN | DIAMOND | TX |
| 18219 | Garden Grove | NaN | CHEVRON | CA |
| 18220 | Shasta Lake | BLUE | DISK | CA |
| 18221 | Franklin | NaN | DISK | NH |
| 18222 | Albrightsville | NaN | OTHER | PA |
| 18223 | Greenville | NaN | NaN | SC |
| 18224 | Eufaula | NaN | DISK | OK |
| 18225 | Simi Valley | NaN | FORMATION | CA |
| 18226 | San Francisco | NaN | FORMATION | CA |
| 18227 | San Francisco | NaN | TRIANGLE | CA |
| 18228 | Kingsville | NaN | LIGHT | TX |
| 18229 | Chicago | NaN | DISK | IL |
| 18230 | Pismo Beach | NaN | OVAL | CA |
| 18231 | Pismo Beach | NaN | OVAL | CA |
| 18232 | Lodi | NaN | NaN | WI |
| 18233 | Anchorage | RED | VARIOUS | AK |
| 18234 | Capitola | NaN | TRIANGLE | CA |
| 18235 | Fountain Hills | NaN | NaN | AZ |
| 18236 | Grant Park | NaN | TRIANGLE | IL |
| 18237 | Spirit Lake | NaN | DISK | IA |
| 18238 | Eagle River | NaN | NaN | WI |
| 18239 | Eagle River | RED | LIGHT | WI |
| 18240 | Ybor | NaN | OVAL | FL |

Time

0 6/1/1930 22:00

1 6/30/1930 20:00

2 2/15/1931 14:00

3 6/1/1931 13:00

4 4/18/1933 19:00

5 9/15/1934 15:30

6 6/15/1935 0:00

7 7/15/1936 0:00

8 10/15/1936 17:00

9 6/15/1937 0:00

10 8/15/1937 21:00

11 6/1/1939 20:00

12 6/30/1939 20:00

13 7/7/1939 2:00

14 6/1/1941 13:00

15 7/2/1941 11:30

16 2/25/1942 0:00

17 6/1/1942 22:30

18 7/15/1942 1:00

19 4/30/1943 23:00

20 6/1/1943 15:00

21 8/15/1943 0:00

22 8/15/1943 0:00

|  |  |  |
| --- | --- | --- |
| 23 | 10/15/1943 | 11:00 |
| 24 | 1/1/1944 | 10:00 |
| 25 | 1/1/1944 | 12:00 |
| 26 | 1/1/1944 | 12:00 |
| 27 | 4/2/1944 | 11:00 |
| 28 | 6/1/1944 | 12:00 |
| 29 | 6/30/1944 | 10:00 |
| ... |  | ... |
| 18211 | 12/28/2000 | 18:00 |
| 18212 | 12/28/2000 | 18:20 |
| 18213 | 12/28/2000 | 19:10 |

18214 12/29/2000 0:00

18215 12/29/2000 9:00

|  |  |  |
| --- | --- | --- |
| 18216 | 12/29/2000 | 16:10 |
| 18217 | 12/29/2000 | 19:30 |
| 18218 | 12/29/2000 | 20:00 |
| 18219 | 12/29/2000 | 20:30 |
| 18220 | 12/29/2000 | 20:30 |
| 18221 | 12/29/2000 | 20:50 |
| 18222 | 12/29/2000 | 21:00 |
| 18223 | 12/29/2000 | 22:00 |
| 18224 | 12/29/2000 | 23:30 |
| 18225 | 12/30/2000 | 10:00 |
| 18226 | 12/30/2000 | 22:00 |
| 18227 | 12/30/2000 | 22:00 |
| 18228 | 12/31/2000 4:00 | |
| 18229 | 12/31/2000 | 11:45 |
| 18230 | 12/31/2000 | 20:00 |
| 18231 | 12/31/2000 | 20:00 |
| 18232 | 12/31/2000 | 20:30 |
| 18233 | 12/31/2000 | 21:00 |
| 18234 | 12/31/2000 | 22:00 |
| 18235 | 12/31/2000 | 23:00 |
| 18236 | 12/31/2000 | 23:00 |
| 18237 | 12/31/2000 | 23:00 |
| 18238 | 12/31/2000 | 23:45 |
| 18239 | 12/31/2000 | 23:45 |
| 18240 | 12/31/2000 | 23:59 |

[18241 rows x 5 columns]

**NORMALIZING THE VALUES AFTER TAKING CARE OF MISSING VALUES**

x = d.values #returns a numpy array min\_max\_scaler = preprocessing.MinMaxScaler()

x\_scaled = min\_max\_scaler.fit\_transform(x) d = pd.DataFrame(x\_scaled)
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# Implement and visualize k-NN classifier. Evaluate the algorithm using any dataset of your choice from UCI repository. Output should include accuracy, error rate, sensitivity, specificity, precision, recall.

Link <https://archive.ics.uci.edu/ml/datasets/glass+identification>

Attribute Information:

1. Id number: 1 to 214
2. RI: refractive index
3. Na: Sodium (unit measurement: weight percent in corresponding oxide, as are attributes 4-10)
4. Mg: Magnesium
5. Al: Aluminum
6. Si: Silicon
7. K: Potassium
8. Ca: Calcium
9. Ba: Barium
10. Fe: Iron
11. Type of glass: (class attribute)
    1. building\_windows\_float\_processed
    2. building\_windows\_non\_float\_processed
    3. vehicle\_windows\_float\_processed
    4. vehicle\_windows\_non\_float\_processed (none in this database) 5 containers
12. tableware
13. headlamps

In [99]:

**def** calc(arr,test): arr1**=**[]

**for** i **in** arr: calc**=**0

**for** k **in** range (1,10): calc**+=**pow((i[k]**-**test[k]),2)

arr1**+=**[[calc,i[10]]]

**return** arr1

In [100]

**def** KNNcalc(arr,n):

arr1**=**[9999 **for** i **in** range(0,n)] arr2**=**[9999 **for** i **in** range(0,n)] **for** i **in** arr:

**if** (i[0]**<**max(arr1)):

**for** j **in** range(0,n):

**if**(max(arr1)**==**arr1[j]): arr1[j]**=**i[0]

arr2[j]**=**i[1]

**break**

**return** arr1,arr2

In [101]:

**def** accuraccy(arr,n): count**=**0

**for** i **in** arr:

**if** i**==**n:

count**+=**1

**return** count**\***100**/**len(arr)

In [102]:

**def** split(data): train**=**[] test**=**[]

**for** i **in** range(0,len(data)):

**if**(i**%**15**==**0):

test**+=**[data[i]]

**else**:

train**+=**[data[i]]

**return** train,test

In [103]:

**def** pred(a):

arr**=**[0 **for** i **in** range(0,8)]

**for** i **in** a:

arr[int(i)]**+=**1 flag**=**max(arr)

**for** i **in** range(0,8):

**if**(arr[i]**==**flag): **return**(i)

In [104]:

**def** acc(test,train,n): arr**=**[]

error**=**0

**for** i **in** test: print(i) z**=**calc(train,i)

arr1,arr2**=**KNNcalc(z,n) acc**=**accuraccy(arr2,i[10]) arr**+=**[acc]

print("actual value: "**+**str(i[10])**+**" predicted values: "**+**str(arr2)) print("accuraccy :"**+**str(acc)**+**"\n\n")

**if**(pred(arr2)**!=**i[10]): error**+=**1

print("total accuraccy"**+**str(sum(arr)**/**15))

print("total error"**+**str(error**\***100**/**15))

**return**([sum(arr)**/**15,error**\***100**/**15])

In [105]:

arr**=**[[1,2],[3,5],[8,4],[7,3],[2,5]]

arr1,arr2**=**KNNcalc(arr,4) arr2

Out[105]: [2, 5, 5, 3]

In [106]:

r

**import** pandas **as** pd

**import** numpy **as** np

dataset **=** pd.read\_csv("C:\\Users\\Sid\\Desktop\\python files\\glass prediction KNN from sc

\\data.csv”)

data**=**dataset.values.tolist()

train,test**=**split(data)

In [107]:

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| dataset | | | | | | | | | | | |
| **196** | 197 | 1.51556 | 13.87 | 0.00 | 2.54 | 73.23 | 0.14 | 9.41 | 0.81 | 0.01 | 7 |
| **197** | 198 | 1.51727 | 14.70 | 0.00 | 2.34 | 73.28 | 0.00 | 8.95 | 0.66 | 0.00 | 7 |
| **198** | 199 | 1.51531 | 14.38 | 0.00 | 2.66 | 73.10 | 0.04 | 9.08 | 0.64 | 0.00 | 7 |
| **199** | 200 | 1.51609 | 15.01 | 0.00 | 2.51 | 73.05 | 0.05 | 8.83 | 0.53 | 0.00 | 7 |
| **200** | 201 | 1.51508 | 15.15 | 0.00 | 2.25 | 73.50 | 0.00 | 8.34 | 0.63 | 0.00 | 7 |
| **201** | 202 | 1.51653 | 11.95 | 0.00 | 1.19 | 75.18 | 2.70 | 8.93 | 0.00 | 0.00 | 7 |
| **202** | 203 | 1.51514 | 14.85 | 0.00 | 2.42 | 73.72 | 0.00 | 8.39 | 0.56 | 0.00 | 7 |
| **203** | 204 | 1.51658 | 14.80 | 0.00 | 1.99 | 73.11 | 0.00 | 8.28 | 1.71 | 0.00 | 7 |
| **204** | 205 | 1.51617 | 14.95 | 0.00 | 2.27 | 73.30 | 0.00 | 8.71 | 0.67 | 0.00 | 7 |
| **205** | 206 | 1.51732 | 14.95 | 0.00 | 1.80 | 72.99 | 0.00 | 8.61 | 1.55 | 0.00 | 7 |
| **206** | 207 | 1.51645 | 14.94 | 0.00 | 1.87 | 73.11 | 0.00 | 8.67 | 1.38 | 0.00 | 7 |
| **207** | 208 | 1.51831 | 14.39 | 0.00 | 1.82 | 72.86 | 1.41 | 6.47 | 2.88 | 0.00 | 7 |
| **208** | 209 | 1.51640 | 14.37 | 0.00 | 2.74 | 72.85 | 0.00 | 9.45 | 0.54 | 0.00 | 7 |

In [108]:

print(len(train)) print(len(test))

199

15

In [109]:

z**=**calc(data,[1.0, 1.52101, 13.64, 4.49, 1.1, 71.78, 0.06, 8.75, 0.0, 0.0, 1.0])

r1,r2**=**KNNcalc(z,7) accuraccy(r2,1)

Out[109]:

57.142857142857146

In [110]:

1.0, 2.0, 3.0, 2.0]

bestKNN**=**[]

**for** i **in** range(2,15): bestKNN**+=**[[i]**+**acc(test,train,i)]

accuraccy :18.181818181818183

[166.0, 1.5217100000000001, 11.56, 1.88, 1.56, 72.86, 0.47, 11.41, 0.0,

0.0, 5.0]

actual value: 5.0 predicted values: [2.0, 1.0, 5.0, 5.0, 2.0, 5.0, 2.0,

5.0, 2.0, 5.0, 5.0]

accuraccy :54.54545454545455

[181.0, 1.51299, 14.4, 1.74, 1.54, 74.55, 0.0, 7.59, 0.0, 0.0, 6.0]

actual value: 6.0 predicted values: [7.0, 1.0, 2.0, 7.0, 2.0, 6.0, 2.0,

7.0, 2.0, 2.0, 7.0]

accuraccy :9.090909090909092

[196.0, 1.51545, 14.14, 0.0, 2.68, 73.39, 0.08, 9.07, 0.61, 0.05, 7.0]

actual value: 7.0 predicted values: [7.0, 7.0, 7.0, 7.0, 7.0, 7.0, 7.0,

In [111]:

acc(test,train,4)

[1.0, 1.52101, 13.64, 4.49, 1.1, 71.78, 0.06, 8.75, 0.0, 0.0, 1.0]

actual value: 1.0 predicted values: [1.0, 2.0, 2.0, 1.0]

accuraccy :50.0

[16.0, 1.5176100000000001, 12.81, 3.54, 1.23, 73.24, 0.58, 8.39, 0.0, 0.

0, 1.0]

actual value: 1.0 predicted values: [1.0, 1.0, 1.0, 1.0]

accuraccy :100.0

[31.0, 1.51768, 12.65, 3.56, 1.3, 73.08, 0.61, 8.69, 0.0, 0.14, 1.0]

actual value: 1.0 predicted values: [1.0, 1.0, 1.0, 1.0]

accuraccy :100.0

[46.0, 1.5190000000000001, 13.49, 3.48, 1.35, 71.95, 0.55, 9.0, 0.0, 0.0,

1.0]

actual value: 1.0 predicted values: [3.0, 3.0, 3.0, 1.0]

In [114]:

*#the best result is found using 8 neighbours having 64% acc match and 20% error*

bestKNN

Out[114]:

[[2, 70.0, 20.0],

[3, 66.66666666666667, 33.333333333333336],

[4, 65.0, 26.666666666666668],

[5, 66.66666666666667, 33.333333333333336],

[6, 65.55555555555556, 26.666666666666668],

[7, 63.80952380952381, 26.666666666666668],

[8, 64.16666666666667, 20.0],

[9, 62.96296296296295, 26.666666666666668],

[10, 62.666666666666664, 20.0],

[11, 63.03030303030302, 26.666666666666668],

[12, 62.777777777777786, 20.0],

[13, 61.02564102564102, 20.0],

[14, 60.476190476190474, 26.666666666666668]]

In [119]:

z**=**calc(data,[176.0, 1.52119, 12.97, 0.33, 1.51, 73.39, 0.13, 11.27, 0.0, 0.28, 5.0])

arr1,arr2**=**KNNcalc(z,8)

In [120]:

arr2

Out[120]:

[5.0, 2.0, 6.0, 5.0, 5.0, 2.0, 5.0, 5.0]

In [121]:

pred(arr2)

Out[121]:

5